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Teaching graph algorithms with

Visage

Andreas Fest and Ulrich Kortenkamp

Abstract. Combinatorial optimization is a substantial pool for teaching authentic math-
ematics. Studying topics in combinatorial optimization practice different mathematical
skills, and because of this have been integrated into the new Berlin curriculum for sec-
ondary schools. In addition, teachers are encouraged to use adequate teaching software.

The presented software package “Visage” is a visualization tool for graph algo-
rithms. Using the intuitive user interface of an interactive geometry system (Cinderella),
graphs and networks can be drawn very easily and different textbook algorithms can be
visualized on the graphs. An authoring tool for interactive worksheets and the usage of
the build-in programming interface offer new ways for teaching graphs and algorithms
in a classroom.
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1. Introduction

Discrete Mathematics is – finally – coming to schools. This modern and

interesting part of mathematics is integrated into more and more curricula world-

wide ([11], [23], [25], [24]). This article focuses on the new modules that were

included in the curriculum of the state of Berlin, Germany [2]. These are based

on topics from combinatorial optimization, and the curriculum states explicitely
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that computer software should be used for teaching these – as it is customary at

universities or in research.

In this introduction we briefly explain why the authors support the intro-

duction of Discrete Mathematics in teaching mathematics at secondary (or even

primary) level. A more detailed discussion can be found in [9].

The new standards of education emphasize the advancement of general math-

ematical competencies: problem solving, modeling, the ability to communicate

and discuss mathematics, use of mathematical representations and handling of

symbolic and formal elements of mathematics. Freudenthal [8] remarks that it is

accepted by many that students have to be able to mathematize non-mathematical

content.

Because modern curricula are usually based on the competencies that stu-

dents should acquire, and not on the specific content to teach, we are free to

choose new topics for teaching in school.

There have been several (failed) attempts to include discrete mathematics,

and in particular graph theory, in school ([22], [27], [3]). The new approach

is much more problem-oriented and application-based. The topic is linked to

different knowledge domains from mathematics and other fields, either by the

applications or through the required problem solving and modeling competencies

(compare [10], [12], [1], [19], [20], [26], [4]).

For our work, we chose applications (mostly from graph theory, where stu-

dents are able to create a wealth of new examples by themselves) that offer a

particularly quick road to the mathematical problem without requiring much

prior knowledge [21], [14]. Therefor, the mathematical theory is developed by the

students themselves from questions they ask naturally, as required by the national

standards [18].

2. The educational software Visage

Visage is an educational software package for studying graphs and algorithms.

It has been developed at the DFG research center Matheon as an extension of

the interactive geometry software Cinderella [16].

Using software for learning about graphs and algorithms can be done in very

different ways. To support as many ways as possible, we offer three different

usage scenarios: Visage as an interactive graph laboratory, Visage as an authoring

tool for interactive worksheets or presentations, and Visage as a programming

interface for implementing graph algorithms. All levels are highly connected and
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can be used by students for their learning process as well as by the teacher for

preparing and supporting his lessons.

2.1. The Visage graph laboratory

Learning about graphs usually starts with exploring the basic attributes of

them. The best activity to examine those attributes is to play around with graphs,

i.e. construct some graphs and compare their characteristics. In particular, it is

useful to construct examples for difficult circumstances for a better understanding

of some properties. An environment for such an activity of students is called a

graph laboratory (see Lutz-Westphal [10]).

One problem when working with a graph lab using paper and pencil is that

humans tend to make mistakes and to overlook some hidden effects, just because

they think that the construction was meaningful. And so, some properties are

left undiscovered due to subconscious cheating.

It is much harder to make such mistakes when using a virtual graph labora-

tory, because the computer works in the background as an trustworthy referee.

It can detect the correctness of a students construction and gives immediate or

delayed feedback.

With Visage we created such a virtual laboratory. Visage provides a virtual

sheet of paper on which students can draw an arbitrary graph, i.e. they can

draw vertices and edges just like points and segments in a geometry software.

Depending on the aspects to research they can assign weights or directions on the

edges of the graph. At any time students can change the graph, add new vertices

and edges or delete previously drawn ones, or they can move the vertices of their

graph by dragging them with the mouse.

This setup enables students to explore certain basics aspects easily: They can

explore the structural aspects of graphs, as opposed to just arbitrary line drawings,

because they are forced to create vertices and edges, and they can experience that

these structural (or topological) aspects are invariant under certain changes of the

graph embedding, like moving vertices.

In a next step, students can assign built-in algorithms to their graphs. The

software features two classes of algorithms: One focusses on additional properties,

like showing the adjacency matrix or the degrees of the vertices. The other

contains classical text book algorithms for calculating shortest paths, minimum

spanning trees or Eulerian tours, and more. Figure 1 shows the visualization

of the algorithm of Dijkstra on a small graph in the Visage graph laboratory.

The chosen algorithms can be executed stepwise and come with pseudo code that
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Figure 1. The Visage Graph Laboratory Students can draw graphs and
assign algorithms to them.

can be followed during the execution. Here again it is possible to get a deeper

understanding and to explore what is happening. Students are able to answer

research questions such as “What happens to a shortest path tree when I delete

a certain edge?” or “How must a graph look like in order to be Eulerian?”

Each construction in the graph laboratory can be enhanced by using the

built-in programming interface which gives additional possibilities to study graph

properties, which we will describe below.

2.2. Authoring interactive material

Cinderella was one of the first interactive geometry software packages that

offered the possibility to export geometric constructions as a Java applet which

can be integrated into any HTML document [15]. This feature can also be used

in conjunction with Visage to export graphs and algorithms. Any teacher can

publish interactive worksheets for their class on the web or in a learning repository

such as Moodle.
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Such worksheets can be used to enrich a lesson by single interactive exer-

cises. Here again, the teacher can prepare a graph laboratory that is available to

the students, but now the available tools may be restricted for the students, as

chosen by the teacher. The advantage of this restriction is that the students are

guided and will not be confused by the endless possibilities of the full geometry

application.

Teachers can bundle a sequence of such activities as a complete learning unit

for a special topic. According to the new Berlin curriculum for Mathematics in

secondary schools [2], we exemplarily developed two interactive teaching units for

the topic “Optimal Paths”. Figure 2 shows screenshots from both units.

Figure 2. Interactive Teaching Units We developed two units to sup-
port the new Berlin curriculum.

The first unit called “Wie fährt die Müllabfuhr?” (“How to route a garbage

collector?”) is about the Eulerian tour problem. The second learning unit is called

“The Shortest Path Problem”. While the aim of the first unit is the discovery

of some basic properties of graphs, the second unit explains the working of two

algorithms for constructing a shortest path in a graph.

Both modules are based on the same didactical concepts. The main idea is to

present problems to the students they can answer using the software. The software

itself does not answer the given questions but offers an environment to explore

the underlying theory by the students. This helps them to find the answers on

their own. For example, each learning unit contains a dictionary that can be used

as a tool to discover unknown ideas and terms. The dictionary contains all theory
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specific terms that are used in the unit. But also there are some unused terms

acting as hidden hints. A detailed description of one of the units and its didactical

principals can be found in [14]. Some first experience in using the software are

reported in [9].

Using the authoring tool of our software package is an opportunity for the

students as well. For example, they can use this tool to present the results of their

work. In a project oriented learning environment students acquire knowledge in

a self-organized way. At the end of a sequence of lessons the students should

present their results in order to secure their progress and to train their skills in

communicating mathematics. Such a presentation might be done in various ways:

by creating a poster, writing a short report, giving a presentation or – using the

possibilities of the new media – by creating a web site on the school’s internet

server. If they decide to do the last one, they can enrich their presentation with

interactive graphics created with the Visage graph lab as a Java applet.

2.3. Visage and the CindyScript programming interface

We identified two main reasons why it is desirable to provide a programming

interface for interactive learning software for graphs and algorithms.

The first reason is the intrinsic motivation mentioned in Section 1. Study-

ing combinatorial optimization presupposes that students think about strategies

for finding a problem’s solution. Students should develop own ideas for such al-

gorithms and they are forced to understand and execute the standard textbook

algorithms. In most cases this will end up in a situation where the students might

want to implement algorithms on their own, either in order to verify their findings

or to better understand a textbook algorithm by modifying it and observing the

consequences of the changes.

Beside this, there is also a very technical aspect that requires the existence

of such a programming interface. The developers of the software cannot think of

all possible applications of the Visage software. Many teachers – and students as

well – are extremly creative in finding new ways to deal with graph-algorithmic

topics. They develop new ideas which attributes of graphs could be explored and

which hidden hints the computer should offer. The pool of build-in algorithms

of visage can only support a fraction of all possible applications. This requires

that users and authors of activities can extend the algorithms and visualizations

accordingly, which is only possible with a programming interface.

In both scenarios it is important to offer the possibility to program own al-

gorithms that can be applied to graphs in the Visage graph lab or that can be
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exported to interactive Java applets. In doing so, the focus should not lie on

the teaching and learning of a programming language, in particular if implemen-

tations are done by the students. In fact, the programming should be done in

a problem oriented way and only on demand. Then the students are able to

learn mathematical skills like modeling, abstraction, formalization and structur-

ing. Furthermore it should be possible to experience the result of an implemented

algorithm visually with a lot of custom examples without much effort.

The integrated programming language of Cinderella, CindyScript, fulfills

these needs. CindyScript is a functional programming language. Each state-

ment does return a value, just like a mathematical function. This result again

can be used as an input parameter for a further function. This also holds for

control structures like loops or conditional branches, which are implemented as

CindyScript functions. This matches the mathematical way of thinking better

than any imperative programming language.

Additionally, each of the geometric objects in a Cinderella construction is

mapped to a corresponding CindyScript object. This allows for direct access

and manipulation of all geometric objects. Using this technique, it is easy to

implement visualizations of the results of programmed algorithms, for example

by changing colors or moving elements.

The programming code can be assigned to the Cinderella draw-event, i.e.

each time the construction is redrawn, the program will be executed. When-

ever the graph in the Visage graph lab was changed, the algorithmic results are

immediately updated. New results of the algorithms are visualized in real-time

(or near-real-time, if the algorithm is more complex) whenever the vertices are

moved, vertices and edges are added or deleted or the weights of edges are varied.

As CindyScript does not support special attributes of graphs (weigths or

directions) in its core, we are developing an extension of CindyScript consisting

of functions for accessing the elements and properties of a graph. Basic graph

algorithms have been implemented already as well. The Visage graph library

is written in CindyScript itself. Users have full access to the functions and the

complete programming code. Students or teachers can re-use the implemented

algorithms as a programming tutorial or as templates for their own algorithms.

Also, students can use them as a basis to study the effects on the algorithms of

minor changes of the code.

In the next section we show how to use the programming language to let

students implement a minimum spanning tree algorithm.
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3. Programming graph algorithms within Visage

Using prepared learning units as interactive activities in a classroom offers

additional possibilities for individual and self-directed learning. In [9] it was

shown that students hold these options in high regard.

Nevertheless, in a survey conducted after the classroom tests the students

critizised one disadvantage of the presented units: students don’t have direct

access to the embedded algorithms. All algorithms used in the modules are im-

plemented using a black box principle, even if some of them are shown as pseudo

code or are executed step by step. The students neither have a possibility to

influence the behavior of the algorithms nor they can change them at all.

Questions like “What will happen if I change the order of nodes to be treated

in the algorithm” that can be starting points of inspiring and englightening discus-

sions cannot be answered in that framework. The learning environment cannot

accomodate structural changes in the algorithms or own inventions of the stu-

dents. We resolve this deficit of the pure visualization of algorithms using the

programming interface of Visage.

We provide a collection of additional functions for the built-in programming

language CindyScript. These functions allow for full access to all attributes of

a graph drawn in the graph lab. A set of standard graph algorithms is already

implemented. All available functions and algorithms are written in CindyScript

themselves and their source code can be examined and changed. This enables

students – and the teachers as well – to import and change the programming

code in the script editor of the Visage graph lab.

We want to present the programming interface in this article exemplarily with

an activity that was used in a teacher students’ course. A detailed description

of the interface is available on the website of the Visage project [7]. A complete

documentation of the CindyScript programming language is given in [17]. For a

short CindyScript tutorial see [6].

We want to stress the fact that our aim is not to teach students programming

as an end in itself. The students should learn how programming can be used as a

tool to answer questions and to solve problems. The question whether a program-

ming language is indeed need is a valid one. There are many problems that can be

solved by widely accepted programming environments like computer algebra sys-

tems (CAS) or spreadsheet applications like Excel. However, problems in graph

theory are geometric in nature and it is only natural to start computer-based

explorations in a geometry software. The necessary interactions and structuring
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can be stated informally, or in a formal language. The drawback of informal lan-

guages is that the correctness of answers and the necessary exactness can only be

checked by experts (teachers), not by the students themselves. By introducing a

formalized way of notation we enable students to self-assess their solutions with

the help of a computer.

3.1. Programming minimum spanning tree algorithms

A well known optimization problem on graphs is the minimum spanning tree

problem, cf. [5] and [13]. Given a graph with edge weights, you want to find a

spanning tree of minimum total weight, i.e. a cycle-free subgraph that connects

all vertices of the given graph and the sum of the weights of all chosen edges

should be as small as possible.

// Algorithm of Prim

vertices=allvertices(); // List of all vertices
numb=length(vertices); // Number of vertices
tree=[vertices_1]; // The first vertex is the starting tree vertex

edges=sort(alledges(),getweight(#)); // List of all edges sorted by weight

forall(edges,#.color=[1,0,0]); // coloring all edges red

forall(1..(numb-1),i, // We have to chose n-1 edges

newtreeedge=false; // no new tree edge found yet

// find cheapest edge leaving the tree

forall(edges,edge,

vw=incidentvertices(edge); // the two incident vertices of the edge

vwtree = common(tree,vw); // which vertices belong to the tree?

// Two tree vertices? Closed cycle, ignore edge!
// No tree vertex? Edge not connected to tree, ignore!

// One tree vertex? Found tree edge!
if(length(vwtree)==1,

if(newtreeedge==false, // Only use the cheapest (first) edge!
newtreeedge = true; // Found tree edge!

edge.color=[0,1,0]; // green!
tree = tree ++ (vw--vwtree); // Add vertex to tree

);

);
);

);

Figure 3. CindyScript implementation of the algorithm of Prim
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A typical1 application for this problem is the planing of optimal telecom-

munication networks. Consider a company that has several offices all over the

country. Now, this company connects all offices by a telecommunication network.

Therefor they must rent the desired cable from a telecommunication company.

For each line they hire, the company has to pay a certain amount. The goal is to

connect all offices and paying as less as possible. Other applications that fit to

an authentic mathematics instruction are presented in [10].

There are some very elementary solution algorithms known for the minimum

spanning tree problem. Some of them follow the principals of so-called greedy

algorithms. Those algorithms can easily be discovered by students on their own

in school.

Two well-known algorithm for minimum spanning trees are the algorithms of

Prim and Kruskal. We recommend these two for classroom investigations. Let us

shortly recall these algorithms below.

The algorithm of Prim starts with an arbitrary vertex, which now is marked as

“connected.” All other vertices are unconnected. Now, in each step the algorithm

chooses the cheapest edge (i.e. the edge with the least weight) connecting a

connected vertex with an unconnected one. The new vertex is then marked as

being connected. This is repeated until all vertices are connected. Figure 3 shows

the implementation of this algorithm using CindyScript. The result as it is shown

in the Visage graph lab for an example graph are displayed in Figure 4.

Note that the presented implementation of the algorithm does not have the

best known complexity as found in literature, cf. [5] and [13]. But for visualization

and didactical purposes it is more important to present a simple implementation

than a sophisticated coding using advanced data structures.

The second algorithm, the algorithm of Kruskal seems to be quite similar

at first sight. But now, there is no distinguished vertex to start with. In each

step the cheapest edge connecting two vertices that are unconnected until now is

chosen.

Whereas Prim always works on one tree that is continuously growing, Kruskal

constructs a bundle of smaller trees and merges two of them in each step.

For teaching the algorithmic solution of the minimum spanning tree problem

we propose to let the students develop the algorithms on their own. We expect

them to discover both of the mentioned algorithms or very similar ones. For

1Though typical, this problem is a little bit artificial. Usually, problems in combinatorial opti-

mization contain many subtleties, which makes them more difficult than expected. Still most

solutions are based on algorithms that are derived from the basic algorithms as presented here.
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Figure 4. A minimum spanning tree. The result of the Prim’s algo-
rithm (cf. Figure 3) is visualized in the Visage graph laboratory.

a further examination of the algorithms an implementation of the algorithms is

necessary. We suppose to present one of the algorithms to the students and let

them implement the other on their own. Since Kruskal is less restrictive in the

conditions for the next edge to be chosen we recommend to set the algorithm of

Prim in advance and let the students implement Kruskal in a comparable manner.

Further studies can be done by trying to implement both algorithms as similar

as possible.

3.2. Experiences with the programming approach

We completed the first tests of the presented concept in a course “Discrete

Mathematics and its Applications” for teacher students at the Technical Uni-

versity of Berlin held by B. Lutz-Westphal in the summerterm of 2007. This
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course consisted of a four-hour lecture on combinatorial optimization problems

and its school didactics. It was complemented by a two-hour exercise on typical

techniques of discrete mathematics and algorithmic analysis. Thirty students at-

tended the course. They had no or only little experience in programming. None

of them ever used CindyScript before.

The course was designed based on the requests of many students to learn how

to program for teaching. To fulfill this demand, the students had to work on two

optional programming exercises besides a series of theoretical exercises. The first

programming exercise was a short tutorial in programming CindyScript and was

meant to train them in implementing an interaction between the programming

interface and the graphical worksheet of Cinderella. The students had to imple-

ment an interactive visualization of a three term recursion. The results were very

promising and they were assigned a second exercise on the minimum spanning

tree problem.

The main programming exercise was to implement the algorithm of Kruskal.

In an introducing lecture we presented the programming code for the algorithm of

Prim shown in Figure 3 and explained all the necessary programming commands

from the Visage programming library. Additionally, the students could make use

of a pseudo code representation of the algorithm of Kruskal, so that they just had

to fill in the blanks with corresponding CindyScript commands.

The students did not have access to teaching assistens during their work with

the exercises. They could ask questions in during the regular office hours, though.

We could observe the typical beginners’ problems in programming. A par-

ticular problem poses the insufficient debugging features of the Cinderella script

editor. It was very difficult for the students to overcome syntactical errors they

made, but a face-to-face programming supervision would have avoided most of

the problems.

Nevertheless, 22 students completed the exercise. Most of the solutions were

absolutely satisfying and some of the students solutions did exceed our requests

by far. For example, some students used the graphical elements of Cinderella to

implement a sophisticated user interface for their visualization. Other students

implemented plausibility checks (unit tests) for their results, a thing that was not

requested but is very reasonable for programming complex algorithms.



“Fest-Kortenkamp” — 2009/5/28 — 0:15 — page 47 — #13

Teaching graph algorithms with Visage 47

Figure 5. Students’ results. Two students’ solutions are shown. The
left picture shows a sophisticated user interface for an interactive visu-
alization of a three term recursion. The right picture is a visualization
of Kruskal’s algorithm for minimum spanning trees.

After completition of the exercise we asked the students whether they can

imagine a similar exercise for high school students. Due to their own problems

with the implementation only six of the participants believed that pupils are

capable of solving the task. Those six were solely those students who succeeded

themselves successfully, and among them mostly the women.

Here again, a more intensive personal support during the programming work

of the students could have decreased their fear for problems. In school it is

required that the teacher himself has enough experience in programming to make

him compentent enough to help his pupils. Hence, in our view learning how

to implement mathematical problems with the help of a computer must be an

integral component of teacher education.

Asked for their personal opinion, most of the participants of our course an-

swered that they hat much fun in solving the exercises or at least that it was an

interesting experience. Many of our students liked to learn more about program-

ming if they had any time besides their mathematical studies.

We want to conclude with a quotation from one of our students:

“Besides [all the problems we had – remark of the authors] it increased

my joy with programming and showed me how to do pretty nice things

using the computer with just a little effort.”



“Fest-Kortenkamp” — 2009/5/28 — 0:15 — page 48 — #14

48 Andreas Fest and Ulrich Kortenkamp

Conclusions and future work

Using the combination of Visage and the built-in programming language

CindyScript opens a great pool of new possibilities for our software-based teach-

ing. On one hand, it is a flexible way to implement useful visualizations of al-

gorithms. Further learning units will be created using these tools. On the other

hand it has become easier to integrate programming of (graph) algorithms into

school education. Now, teachers and student have a substantial tool to program

the algorithms they developed as well as textbook algorithms. It must be deter-

mined wether the implementation of algorithms leads to a better mathematical

understanding, though.

In December 2007 a project week with the topic “Spannungen” at a coop-

eration school in Berlin will take place, and we will use the software there. The

german word “Spannung” means “friction” and “strain” as well as “tension”,

“pressure” or “voltage”. In the figurative sense the meaning of “spanning” also

fits to the subject of the project week. We will offer a student project on min-

imum spanning trees. The experience we expect to gather there with regard to

the programming framework will be used to bring forward similar exercises and

additional combinatorial optimization topics.
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